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Abstract

This paper presents a framework of the object-oriented design process model. One of the research goals is to develop a framework independently of the design task phase and class. Definitions of all model classes and the framework structure are given. A complex network of relations between proposed model classes is analyzed as a central research issue. We propose the usage of matrix form for representing sets of relations between objects of similar classes, as well as between objects of different classes. In such an approach some relations are modeled as classes. A design process flow is modeled with the “design plan” represented by a directed graph. Graph nodes model the operators in the design information domain, while their connections represent the information flow and/or the pre-planned execution paths. The representation framework is built using a "bottom up" approach - the elementary classes are referenced from, or embedded, in complex classes that are at higher abstraction levels. Through several levels of referencing, the procedures for executing the plan may access attributes or operations of any object that constitute the proposed representation. The design plan role could be viewed as "design information manager and process organizer", as well as a tool for process capturing and managing the knowledge about the design process. The model is developed in UML and mapped to the object database dictionary.

1. Introduction
The existing CAD systems have no (or very little) support for managing and planning the design process, especially in conceptual design. Considering the existing software tools used in the design process, it is necessary to explore the principles and methods of their integration into a complete (and more efficient) system for the computer supported product development. Such systems are often called "design environments". The approach presented in this work aims to introduce the object-oriented design process model as the kernel of the "design environment" system. It is expected that the object-oriented approach to design process modeling could contribute to the flexibility of the system, making it possible to implement and to combine several design process models and methods within the same framework. Engineering data structures are much more complex than in common business database applications. Connections between structures are numerous, and the same data structure can have a number of different roles. Hence, the design process topology is here considered as two networks of relations:

· Complex multi-level relationships between engineering data structures

· A network of sequence relations between design process steps, including the models of iterative processes

The hypothesis of the presented research is that the design process topology (as defined above) could be efficiently modeled with the object-oriented methodology. This hypothesis is examined and validated on the example of a prototype model implementation, realized in the object database. The structure of the proposed object model is documented in the UML language. 

1.1 An outline of the object-oriented design process model

The process of outlining an object-oriented design process model can thus be considered as the mapping of phenomenon from the domain of the real world to the entities of conceptual and logical domain (Figure 3). This mapping is done by means of theoretical generalization and extraction. Entities from conceptual and logical domains are then being mapped to classes of the object model. According to [6], the goal of object modeling is to have a "one-to-one" correspondence between entities and objects. Once outlined and established, the computer based design process model will be the subject of permanent improving and maintenance processes caused by new design science cognitions or changes in the environment where the design process is proceeding. In the process of modeling, the design process should no longer be viewed as a static institutionalized structure, but rather as a dynamic network that is being constructed in real-time as design goals, needs, priorities, and resources are evolving [26]. Therefore, it is proposed to outline the global design process model structure as an "open toolbox". Such an approach should enable the designer to create his own classes and partial models of the design process according to his current needs. The goal is to develop a framework that would enable us to model the design process (and to integrate the software tools used) independently of the design task phase and class.

It cannot be expected that it is possible to build a model general enough to enclose all variations of phenomena in different real environments. Keeping this in mind, we aim to develop a framework that could at least enable the use of different partial models (from the design process domain) in an integrated manner. A real system (the real world domain whose modeling is being considered here) is a teamwork, computer supported design process which uses a kind of computer network (intranet) for team member collaboration and data share.  It is supposed that such an environment uses intensively CAD software, databases, PDM and other kinds of software tools. 
In outlining the design process model, the focus will be on adopting the model as much as possible to the purposes of computer application. In doing so, the authors will not try to build either primarily prescriptive or descriptive model, but a kind of a hybrid. The design process will be treated as information generation and transformation, estimating that the majority of the information is computer stored. The main difficulty of this research, particularly in developing the entities of the proposed model, has been the lack of the general consensus in design terminology, taxonomy, and typology, as emphasized in [3] and [4]. The design science misses the “CAD theory” as pointed out by Akman, Hagen and Tomiyama in [1].

2. An outline of the proposed system architecture 

Based on introductory considerations and research work, the fundamental structure of the object-oriented design process model is proposed as in Figure 1. According to [7],  in a properly designed model, classes will by grouped neatly into sub-systems that are loosely coupled and the linkages between classes in different sub-systems will be minimized. The system structure should contain stable abstractions (as much as possible) which should be isolated from those abstractions which will be more likely the subject of change. On the basis of these principles, the fundamental structure is divided in four loosely coupled sets of classes, as shown in Figure 1:

· Elementary classes – they model basic entities from the design process domain – e.g. design parameters, designers, design tasks, design requirements, etc. These elements can be divided into "operators" and "subjects".
· Classes that model the network of relationships between objects or their attributes

· Classes that model the design process - will be the composite classes whose definitions will arise (be extracted) from viewing the design process as a sequence of actions in the process of information generation and transformation. These composite classes will include  elementary classes and “relation” classes by referencing, embedding and by modeling the collaboration processes between objects.

The three sets of classes discussed above are focused on static structures, mainly data, of the proposed model. To ease and improve their usage and manipulation we propose to store their instances (objects) in the object database.

· "Service classes" model the issues of the proposed system exploitation. This group of classes includes sets of operations that realize the functionality of the software system, e.g. interfaces and procedures for generation, manipulation and maintenance of model (system) elements. Service classes should have no instances, therefore they are not stored in the object database.
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Figure 1: Fundamental structure of the proposed object-oriented design process model 

Such a structure promotes a bottom-up approach – the elementary classes and their relationships are combined and used in building more complex classes to describe the design process. The following chapters contain definitions and descriptions of the proposed groups of elementary classes.

3. Elementary classes

3.1 Design parameter  

Considering the design process as a process of information generation and transformation, we assume that the basic (simplest) entity of the design process model is a variable, often named a design parameter or design attribute. Considering the features of design process, especially in collaborative teamwork, one could notice the need for additional elements (besides the value) that the design parameter class should encapsulate – e.g. "value status", references (pointers) to relevant knowledge, physical unit, etc.

The notion of “value status” can be particularly useful in iterative processes, where it enables the development of improved algorithms for solving such problems [8]. The "value status" should also be one of the crucial elements in the development of software tools for teamwork support, to improve communication on shared parameters. Each member of the design team (in the framework of his design task) has his own requirements and propositions for the values of shared design parameters. Such propositions are supported with arguments. All propositions and arguments, together with decisions and the decision process flow should be recorded in the database that represents the design history. A proposal of such a system is given in [14]. 
Design parameter, modeled as an object, should encapsulate: 

· value and SI unit;
· value status; (determined, but could be changed; determined and fixed; assumed)
· value proposals and relevant arguments;
· references to relevant knowledge;
· procedures for capturing and recording proposals and arguments in collaborative processes (similar as in [14]).  
3.2 Design parameter container

Design parameter container (DPC) is an organized warehouse (repository) for the design parameters. When modeling the design process with objects, we assume that there will be many situations in which the same parameter will be the attribute of objects that belong to several different (independent or loosely dependent) classes. Even if these attributes could be set as “public” for the whole model, they still can have different values in particular objects. The value of every “shared” parameter must be unique in time and design space, so it must be written outside the scope of the objects that must share its value. Following this requirement, the DPC can be seen as a pool of data shared among several objects that do not belong to the same class hierarchy. In this approach, objects of different classes that share the same parameter should have the reference (pointer) to the appropriate parameter modeled as object in DPC (Figure 2).
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Figure 2: DPC as repository for parameters “shared” among objects of different classes

In the process of the new product development, the DPC can be filled with parameters as the design is evolving. For variant and adaptive design tasks, the DPC of previous designs can be used as a template, which can be modified and upgraded. The proposed data structure is not intended to be a replacement for a complete product data model. The authors only emphasize the necessity of managing the values of parameters shared among distinct classes and objects at one common place  (in one pool) in a universal manner. When the design is completed, the DPC contains only the subset of the information set about the product that has been designed. 

3.3 Product documentation class

This class models the "existence" of document, i.e. encapsulates all notions and events from the life cycle of a particular document that contains a set of information about the product:
· document identification and classification 
· a set of operations for the transfer and generation of the particular document data set 
· a set of references to design parameters which are elements of the document data set

· events (states) from the documents life cycle 
Let us consider a simple example of modeling real world things and notions by mapping to logical and object domains. Figure 3 emphasizes the semantic difference between the product physical components and their design documentation. “CAD model of shaft assembly” is modeled as one product documentation object. This object contains interface operations for transferring the values from CAD model to parameters modeled as objects and stored in the design parameter container (DPC). The product documentation object contains references (pointers) to all relevant parameters in the DPC. Other objects of the design process model could access these parameters and share their current values. Each component of the “shaft assembly” is modeled as a separate “product physical component object”. Product documentation objects and product physical objects contains a set of references to each other. One product documentation object can contain information about several physical components and one physical component can be described within several documents. 
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Figure 3: The difference between modeling “physical product components” and their documentation
3.4 Product physical component class
Product physical component class models the existence of product components. This class covers all the aspects and data connected to the physical domain. Some object-oriented approaches to design modeling make difference between "physical" and "non-physical" entities, but treat them equally [9], [12]. There are also approaches oriented (focused) only to the modeling of "physical" entities (product components) and their interdependencies [29], [11]. The authors' opinion is that it is necessary to cover both aspects, and to provide the simple mechanisms of mapping from physical to information domain and vice versa. 

Most PDM systems cover the data about physical components of the product as hierarchical structures - the structures of assemblies, subassemblies and parts. This is only one aspect (maybe the simplest one) of modeling interdependencies in the physical components domain. From the design process point of view, functional relations between components are more interesting. They deal with which physical components constitute the organs (functional components) and how the relations between these components fulfill the partial functions and the complete product function. To be able to model these relations, it is necessary to have each physical component of the product modeled as object, or at least those components that are most relevant for its partial functions. 
3.5 Product functional component class
Product functional component class should encapsulate all the data relevant for building a functional structure of the product being designed. Pulm and Lindemann in [20] point out that functions are often understood as the solution-neutral abstraction of a component part or assembly. They report on computer-based tools which allow modeling the abstract product in semantic networks, giving a standard in representing functions [2], [23]. But a method to build up the functional structure is still missing. According to [10] (cited in [20]) it has been shown that no genuine, abstract function structure exists. As discussed in the previous chapter, physical components and functions (functional components) are related, but this is many-to-many relationship, because a function may comprehend more components, and a component may fulfil several functions. In the conceptual design phase, these relationships, as well as objects that participate in them, are mostly unknown for new designs and relatively well known only in variant and adaptive design tasks. 
All the facts mentioned above make defining and modeling of the “functional component” class very difficult (and still “abstract”). There is no doubt that such a class should exist in the design process representation. A more detailed proposal for the definition of this class is for now left for the future research efforts.
3.6 Class "action"
The entities considered so far form the base of the "static" structure of the proposed design process model. A class "action" is defined as the basic (simplest) element for the representation of the design process flow dynamics. This class models the calls of operations of the design process object model. An "action" is here considered and defined in the context of generating, transforming and representing information (only in the context of informatics), but not in the context of design methodology and design procedures. Therefore, the primary criterion for the proposed action classification is the type of "affecting" the design process model objects, such as: 

· changing of attribute values in one or more objects

· searching and retrieving objects from the object database

· call of particular object operation (method)

· call of "external" software tools (e.g. CAD modeler)

· creating new instances of classes, or erasing the unnecessary instances

· viewing the state of one or more objects  
3.7 Software tool interface class

This class encapsulates a set of operations for data transfer between objects (classes) of the design process model and the software tools that are not the part of the proposed object model - various numerical calculations written in procedural languages or in spreadsheets, expert systems, databases, etc. For a particular design environment such tools are very valuable and contain the knowledge collected through many years of constant development. The authors' opinion is that in most cases it will be cheaper and easier to develop an interface than to rewrite the tool as a part of the object model. The main task of such an interface should be to ensure the value transfer between design parameters from the object model to the appropriate variables of the software tool and vice versa. 

3.8 Design task class and "designer" class
Research efforts in improving the organization of the collaborative design process are focused on modeling and managing the information flow, resources, responsibilities and timetables. “Design task" class should model and encapsulate the information management and the organizational aspects of a particular design task in the collaborative (team) environment. 

The design task can be considered as the element of the design process decomposition in the teamwork environment. The need to define the design task as an object will most likely appear in complex design processes which are divided and distributed among subteams. 
A set of instances of "designer" class models events and notions from the domain of interactions between persons in the context of the design process execution. Objects of "designer" class should contain references to:

· assigned design tasks

· product documentation objects and product physical and functional objects that are under the responsibility of a particular designer

The existing PDM systems cover some of the mentioned aspects, but they do not support or model the communication and the decision process in the collaborative design. This is the area on which further research efforts regarding this entity should be focused, and this should be the primary role of "designer" class.

4. Relations in the object oriented design process model

According to literature, the most interesting part in the design of object-oriented systems are not the objects themselves, but the relationships among objects, because these relationships constitute a large proportion of the semantics of most systems [5], [7]. Therefore in the first phase of the presented research, the emphasis has been put on modeling relations.  
When analyzing different information models one could find some variations in the classification of relations. In the proposed model we shall rely on the classification according to the authors of Unified Modeling Language: dependency, generalization, association and realization, [5]. 

4.1 Relation semantics in the context of the product and design process model

The presented research has been up to now focused on generalization and association relations. A prototype of class hierarchy is established, but a lot of work has to be done to refine it, and to develop each subclass. More attention has been paid to modeling associations. So far, in the context of design process model, the following semantics of associations have been explored:  

· Dependence (algebraic - between design parameters or information - between design tasks)

· Appurtenance to (belonging to) - (product documentation - product components, design parameters - design tasks, etc.)

· Sequence (precedence) of execution (between design tasks or design process steps)

· Responsibility (designers, design tasks, design documentation)

· Hierarchy (components - subassemblies - assemblies)

· Constraints (parameters - requirements)

4.2 Modeling of the network of relations between sets of elementary classes instances

In the presented approach, relations between objects of elementary classes are also viewed as objects. An instance of such a “relation” class represents a binary or n-ary relation between sets of instances of elementary classes. The relations modeled as classes in the proposed model are:

· dependency relations between parameters, and between design tasks; 
· binary association relations between sets of objects of different classes, with various semantics;
· expressions – relations between object attributes; 
· design constraints – relations between design parameters and requirements; 
· design decision rules – relations between conditions and design process actions.
The idea (developed in the proposed model) is to use the matrix form for representing sets of relations between objects of same classes, as well as between objects of different classes. 

In general, a relation can be established between every ordered pair of sets of instances of elementary classes. Upper table in Figure 4 shows such set of binary relations. 
The main question here is which of all possible relations could be useful to be modeled and manipulated in the proposed system. Some of these combinations have already been dealt with in thorough research efforts, such as "Design structure matrix" - a relation of information dependency between design tasks [22], [8]. Marks have been put in the cells of the table in Figure 4 for relations whose exploration and modeling could be useful in authors' opinion. The table in Figure 4 should be considered as a starting point for further discussions. 

The semantics of "Design parameter matrix" can be twofold - algebraic dependencies between design parameters, and similarly as in Design structure matrix - information dependencies. 
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Figure 4: A survey of relations between elementary classes

4.3 Classes that model relations
Binary relations can be represented with connection matrices:


Let R be a relation from A = {a1, a2, … am}  to  B = {b1, b2, … bn} .


An m x n connection matrix M for R is defined by   Mij = 1 if  < ai, bj > ( R



= 0 otherwise

In the current phase of research, some of the relations shown in Figure 4 are modeled in the environment of object database. They are implemented as classes whose instances represent the rows of the "relation connection matrix". Let us consider a connection matrix for relation from set A to set B. Both sets are considered as instances of classes in the proposed model. Such a matrix can be reduced to three columns (Table 1). The second column in such a view contains a subset of elements of set B that are related to a particular element of set A. The third column records the relation semantics, if there is a common one for that particular matrix row. Now we can model the matrix as a class (set of instances) in which every instance represents one particular row. Every instance of matrix class has one pointer to the instance of class "A", and a set of pointers to related instances of class "B". The proposed model gives a more compact representation of a relation, than an approach where each instance of class "A" would have a set of pointers to related instances of class "B". In the latter approach, every class should have several sets of pointers (one for each relation in which that class participates).  Moreover, having a class that represents the relation, the procedures of searching, retrieving and updating are easier to implement and maintain. 
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Table 1: Reducing a connection matrix to three columns

In the prototype system, the proposed model is applied to relations between instances of same elementary class (relation from set A to set A). The left part of Figure 5 is an UML notation for the example of the class that models a set of algebraic dependencies between design parameters. The "parameter dependency matrix" class has two associations with the "design parameter" class. The "left" line is "one-to-one" association modeled with one pointer, while the "right" line is "one-to-many" association modeled with a set of pointers. 
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Figure 5: "Design parameter matrix" class

The right part of Figure 5 is the example of an instance of the "design parameter matrix" class. The scheme shows pointers to parameter objects that are related. A similar model is developed for "Design structure matrix" class in which every instance has a pointer to one particular design task and a set of pointers to other design tasks that must contribute information to that design task for proper completion of the design. In some simpler cases, for modeling one-to-many relation (association) between objects of different classes, it is sufficient that every object of one class has a set of references (pointers) to associated objects of the other class. 
4.4 Expressions as the elements of constraints and decision rules

The design process progresses through constraint checking and decision making [24]. Classes which model the design process stage(s) should include and be able to control the processes of adding or checking the constraints as well as making decisions based on sets of rules. The proposed model introduces the "expression" as the basic element of formal notation for design constraints and decision rules. The notion of "expression" is in the considered context analogous to expressions in most programming languages – a lexical element made up of tokens and operators. If an expression is being interpreted as a constraint or rule, then its value can be either true or false. Expression contains tokens and operators, where tokens are:

· attributes of design process model objects

· numeric or character constants 
4.5 Design constraint class 

The product being designed must satisfy a set of functional requirements. Functional requirements are satisfied indirectly by changing one or more design parameters, the physical form and operating conditions [28]. Functional requirements can be expressed as functions of the design parameters, other functional requirements and various intermediate parameters [28]. Intermediate parameters and design parameters make up the vector of unknown parameters of design P = [p1, p2, p3, …, pn]. Functional requirements make up the vector F = [F1, F2, F3, …, Fn]. According to [28], relationships between functional requirements and the unknowns can be expressed as: 


fi ( F, P ) = 0     i = 1, k           

gj ( F, P ) ( Gj   j = 1, s          
In the design science, these equations are usually named "design constraints". It must be emphasized here that the instances of constraint class differ from the instances of "design parameter dependency" class, although in some cases they may be similar or may be expressed with the same formal equation. Each constraint modeled as object should have a pointer to "expression object" which contains the notation of constraint equation. 
4.6 "Design decision rule" class
Instances of "design decision rule" class are here proposed as basic elements for directing the flow of design process execution. Decision rules are considered as relations between the design process actions and the values or states of attributes and objects relevant for making a decision. The design decision rule is conceived as “IF condition THEN sequence of actions”.  Conditions are formulated with expressions. Actions modeled as objects are considered in chapter 3.6. The decision rule is being evaluated, and the value of expression is determined as “true” or “false”.  According to the expression value, the appropriate sequence of actions will be executed. These actions may be any of subclasses of actions discussed in chapter 3.6.  This concept makes it possible to call any operation (method) of any object that is a part of the system. Instead of operation call, the action may also change the particular attributes of the object. The decision rule is a complex object that references parameters or attributes of any other object through expressions. Such an approach enables modeling of very complex rules as rich semantics is at disposal. Decision rule class may therefore be treated as a kind of framework for the design process knowledge representation. 
5. Classes modeling the design process
In previous discussions we have proposed elementary classes (basic structural entities) which model engineering data structures and we have proposed the classes for modeling a complex network of relations. These classes model mainly the static aspects of design process. Modeling the dynamic aspects of design process is a much more demanding task. As we have previously emphasized, neither one of the general process representation methods could satisfy all the necessary requirements for the design process modeling. Short surveys of several design process representation methods may be found in [15] and [21]. 

The issues of design process flow representation have been the subject of our research interest for several years [13], [16], [18]. These papers introduce "the design plan" as the set of data structures and operations that constitute the model of design process progression in the real time. The design plan is represented by a directed graph. The design process is treated here as a sequence of transitions from initial requirements to the final design state. These transitions are observed as operators in the overall collection of information about the product being designed. Each set of operators is represented as a node in the design plan. In the proposed approach, the progression of design process from the initial requirements to the final design state is controlled by design decisions and by applying the design constraints. We must ask us to what extent a design process could be planned. Real design process environments generate dynamic situations - they can change while the plan is being executed in a way that makes the plan invalid [19]. To make the problem more complex, real environments may also change in a way that does not invalidate the current plan, but instead, offers new possibilities for action [19].

5.1 Design plan class

The design plan class contains references to collection of nodes (modeled as objects) and their connections in a directed graph. The connections between nodes represent the information flow and/or the sequences of node execution. To “execute” a node means to perform the associated operations, realized with referenced "action" objects. To summarize the above discussion we may say that the design plan structure should fulfill two main requirements:

· to determine (or predict) the execution sequence of operators in the design process domain, or in other words, to model the progression in the process;
· to provide the mechanisms for organizing and controlling the data transfer between various kinds of software tools and various sets of design process model objects
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Figure 6: An example of design plan representation by a directed graph

Figure 6 shows an example of graphical design plan representation. The connections in directed graph are classified as: 

· "normal" execution sequence (points from the "current" node to the "next" node)
· "recurrent" (repeated) execution sequence (points from the current node to the one of previously executed nodes) – this is a kind of prototype model of iteration in design process

· "information dependency" connection – indicates that data sets (of objects that are referenced from connected nodes) are directly or indirectly dependent
The structure of the design plan directed graph is recorded in the adjacency matrix and in incidence matrix. These matrices are modeled as classes, by analogy with other relations between sets of objects of the same class – according to scheme in Table 1. Adjacency and incidence matrix are the basic data structures for managing the design plan execution process. Issues of the design plan execution process are in more detail discussed in [16], [18] and particularly in [13] and [17]. 
5.2 Class “design plan node”
In the proposed model, the design plan node is defined as a combination of set of actions Aj which transforms an object O, being in a state SOi , in the next (new) state SOi+1  :


E ={ An : Sj ( Aj ( SOi ) = SOi+1 }
This definition can be extended to a set of objects, i.e. a set of actions transforms a state of each particular object into a new state. In such a process actions may generate new objects in the domain of the design process model, and furthermore, actions may change the state of newly generated objects. The design plan node models one step of the design process, including: checking of preconditions, list of actions, checking of "postconditions" and deciding about the next step (Figure 7). Preconditions and "postconditions" include sets of constraints and rules, also modeled as objects. Constraints and rules include references to design parameters and attributes of all classes of objects that constitute the design process model. The execution process of the design plan node is presented in Figure 7. This block diagram also includes the schema of references from the design plan node to other objects of the proposed system. These references make the design plan node the most complex class in the proposed system. Through several levels of referencing, the procedures for managing the node execution process may access any particular object in the system. In such an approach the attributes of any object can be changed, and any object operation can be called (executed). Furthermore, by executing (calling) the "constructor" action subclass, new objects can be generated. 
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Figure 7: Design plan node references and execution process

According to the definition, actions in the design process stage change the state of one or more objects. The necessary condition for the action execution is, consequently, the existence and the required state of a particular object. Therefore, the design plan node should include the operations for checking the preconditions necessary for the execution of action. To plan the process means to determine the target state of each particular stage. These goals could be considered as a set of "postconditions" that must be satisfied. In the proposed system, preconditions and targets are modeled as the required initial and required final state of objects being processed (transformed) in the particular design plan node. A set of actions perform the transformations which could be one of the following:

· changing of object attribute values

· establishing or changing the relationships between objects

· calling the "external software tool"

· generating of new objects, including the determination of their initial state

· querying: views and analyses of sets of attributes and objects

The design plan node contains sets of references (pointers) to objects that should be processed. The sequence of processing could be recorded in a form of a table where each reference has its ordinal number. Let us name this table "The node execution agenda". Such a structure makes it possible to develop the procedures for dynamic modifications of the design plan during execution. For example, an action (procedure) from one node could change the "execution agenda" in the other node, or it can even change its own agenda. A kind of dynamic planning can be implemented, but it is constrained to the internal process in particular nodes, without impact on choosing the next node (which is more complex issue). Such possibilities could bring the proposed model much closer to the reality, i.e. the human abilities of planning and adapting a finished plan to new (unplanned) situations that can occur during execution. 
6. Implementation and exploitation of the proposed design process model
The Unified Modeling Language is chosen to be an implementation environment for the proposed design process model. UML model of the proposed system is mapped to the object database dictionary which contains definitions of all design process model classes except "service classes". In such approach the object database dictionary constitutes a framework of the proposed design process model. The database dictionary can serve as an open toolbox – the designer can easily create new instances of existing classes. Furthermore, “templates” of design methods and procedures can be modeled as composite classes and integrated in the design process model framework. 
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Figure 8: The “software components” and the application process of the proposed system

Even in the case of highly complex object models, there is no difficulty in writing them to the database. The relationships between objects are simply stored together with the objects themselves, and are therefore reproduced easily at any time the data is required. For instance, if one object is retrieved from the database, all referenced objects (from that object) can be automatically retrieved, if required. The schema of using a proposed system in modeling the computer-based support for a particular design process is shown in Figure 8. This block diagram also proposes a scheme for the integration of various types of software tools used for design process support. Operations of creating and executing the design plan should be realized as "service" classes (chapter 2). These are very complex procedures as they must ensure the highest possible level of accuracy of the created plans. The design plan node execution process uses and calls the "external software tools". In the process of creating and executing the design plan, the designer must have all the available knowledge about "external tools" and “action” classes at his disposal. this knowledge could be stored in a separate database. Similarly, while planning or executing the design process, the designer should have interfaces to engineering databases (with product data), as well as to knowledge bases about particular design processes and products being designed. 
The design process structure can be decomposed to a hierarchy of design tasks and subtasks. Therefore, it is not necessary to define a design plan at the highest (most complex) level of design task abstraction. Computer based support for complex design tasks can be modeled as a hierarchy of plans and subplans. The design process control at higher abstraction levels can then be left to the designer. Previously completed and tested plans should be stored in a separate database (archive) to be available for reuse or to be used as the subplans in a more complex plan being created.

7. Conclusions
One can ask a question whether it is possible to develop a general (widely accepted) computer based design process and information management model. Obviously, it is a very difficult and complex task.
The presented research attempts to develop a kernel of object-oriented design process model. In the first phase of the research, the emphasis has been put on modeling the relations between objects, as they constitute a large proportion of the system semantics. The results are promising, there are many advantages in comparison to traditional relational database technologies. Some of the proposed ideas offer more flexible data structures that are easier to create, update and maintain. Also, the object model is closer to the reality, therefore it should be easier for users to understand it and to learn it. A very important fact is that the object database recognizes and easily reproduces at any time the relationships (references, pointers) between stored objects. This fact enables the management of very complex and huge relation networks. Efficient modeling of the design process relation network topology was one of  primary goals of the presented research. 
The main role of the proposed "design plan" is to integrate computer supported activities from lower complexity levels, thus forming the blocks for building a support for activities of higher complexity level, which dominate in conceptual design. In other words, the proposed model may be viewed as "design information manager and process organizer". 

The authors' opinion is that the applicability of the proposed model will strongly be influenced by a class of design task. The design process is sometimes far too complex to be easily planned. The research started from the assumption that the proposed model could be efficiently used to support variant and adaptive classes of design tasks. This has to be proven in the future research.

The research projects in the area of computer-based modeling of product development process were mainly focused on the issues that are islands in the area (sometimes isolated). The attempts of developing general integrated frameworks were numerous, but it seems that there are still no good results, i.e. widely acceptable and usable systems. It is obvious that such a task is very huge and complex. It is difficult to believe that isolated research teams could come up with a widely acceptable solution. The presented work is also only a small portion of the job that has to be done – just "the top of the iceberg". 

One of the basic conditions for the success of such projects is the development (and the existence) of widely accepted product development process ontology.
The presented research proposes a basic framework which could serve as an open toolbox. The concept of loosely coupled groups of classes should provide a certain degree of flexibility. By using, combining and upgrading the proposed elements (classes), the designer should be able to create and build his own partial models of design process, according to his current needs. To reach such a complex functionality of the system, the following steps are required: 

· Broad discussions and widely accepted definitions of basic classes – the definitions and the realization of the basic classes should be independent of the implemented design process model and design information management model. 
· Developing and inclusion of other design process models beside the currently implemented "state-action" model.

· Further research in modeling and generalizing the algorithms of "service classes" – the quality of which may have the key role in the usability of the system.
· UML language could become (or should become?) a common communication platform for a distributed design community in such collaborative processes.  
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