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Abstract - The scripting model of generators was originally 
developed for faster development of application generators in 
scripting languages. It was shown later that this model is not 
restricted only on scripting languages, so the appropriate 
library for generator development was developed in C++. For 
the purpose of this paper, the simple generator of PHP scripts 
for remote administration of database using web interface 
was developed. The application generators scripting model 
properties, like aspect orientation and the fact that the 
generators scripting model is typeless (which is the property 
of scripting languages like PHP) were important for this 
generator development. 
 
 

I. INTRODUCTION 
 

Generative programming is a discipline of automatic 
programming which started, under that name, in the late 
90's of last century. According to this definition, 
generative programming represents "... designing and 
implementing software modules which can be combined to 
generate specialized and highly optimized systems 
fulfilling specific requirements", Eisenecker [5]. 
Aspiration to programming code optimization makes, 
according to [5], the main specific difference toward other 
techniques of automatic programming.  

The main goals of generative programming are, 
according to Czarnecki [3]: 
• decrease the conceptual gap between program code 

and domain concepts (known as achieving high 
intentionality) 

• achieve high reusability and adaptability 
• simplify managing many variants of a component, 

and 
• increase efficiency (both in space and execution 

time) 
Generative programming came out from the aspiration 

to increase productivity of making software, by producing 
it in a way comparable to industrial production. Because of 
some weaknesses, observed by Guerraoui [6], and 
Ousterhout [11], today's object-oriented programming is 
not able to fulfill those aspirations completely. That was 
the reason why some new disciplines of programming 
occurred in the middle of 90's in the last century, which 
should succeed this object paradigm. One of that 
disciplines is so called Aspect Oriented Programming 
(AOP) [6], which is one of the basic disciplines in 
generative programming.  

According to Czarnecki [3], generative programming is 
based on the following disciplines: 
• metaprogramming 
• generic programming 
• object-oriented programming 
• aspect-oriented programming and 
• domain engineering. 

 
 

II. USAGE OF SCRIPTING LANGUAGES WITHIN 
GENERATIVE PROGRAMMING 

 
Generative programming has been originally observed 

mostly as a discipline of object-oriented programming. 
But, as announced by Sells [14], some attempts of 
connecting generative programming to scripting languages 
appeared. Also, some projects of making specialized 
scripting languages for generative programming appeared. 
Some examples of them are Open Promol [15] in Lithuania 
and Codeworker [10] in France. 

Advantages of using scripting languages should be 
reached through avoiding certain weaknesses of object-
oriented programming, primarily the [11] rigidity of object 
model, large amount of typing and the need to have a 
translation/compiling phase during the development of the 
program. In addition, we could point out the following 
scripting language characteristics that are useful in 
generative programming: 
• scripting language abilities in character queue 

processing [15][10], 
• possibilities of connecting completed components 

written in target program languages [15] and 
• flexibility of scripting language syntax which come 

out from low typing level [15][11]. 
Mentioned features are used in up-today’s projects of 

scripting languages usage within generative programming, 
such as Open Promol and Codeworker.  

 
 

III. THE GENERATOR SCRIPTING MODEL 
 

Scripting model was developed for the needs of 
generative programming based on scripting languages 
[12]. Different to the object model, it's oriented to defining 
specified, specific aspects of the future applications within 
specified problem domain, not on all application 
functionalities, because these are defined on lower level 
(in program code templates; within the scripting model 
these are called metascripts). Aspects, according to 



Kinczales [8], represent features that are not strictly 
connected to individual program organizational units like 
functions or classes, so they can appear within different 
application parts. Therefore the connection model is 
needed. In the basis, the offered model represents the kind 
of join point model, according to Kandé [7]. Furthermore, 
the scripting model is not based on types, i.e. it represents 
a type-free system [1], because connecting points in the 
scripting model do not represent classes and their objects, 
but only connections between metaprograms and 
characteristics defined in application specification [12]. 

The scripting model consists of two graphic diagrams 
(or equivalent textual specifications), so it's simpler in 
relation to the models based on UML [12]. The first 
diagram is called the specification diagram and it defines 
the structure of the application specification within the 
generation system (Figure 1.). 
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Figure 1. The generation system 
 
 

The generation system generates the application within 
its problem domain, which is designated by program code 
templates (metascripts). The connection rules for 
connecting metascripts to application specification are 
defined in the second diagram - the metascripts diagram 
[12]. 

 
A. The specification diagram 

 
The specification diagram of PHP scripts for remote 

database maintaining generator defines features (aspects) 
which make single application different from other within 
it's problem domain. In the example, specification defines 
used tables and fields in each table (Figure 2.). 
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Figure 2. The specification diagram 

 

B. The metascripts diagram 
  

The metascripts diagram of PHP scripts for remote 
database maintaining generator defines connections 
between metascripts and application specification (Figure 
3.). 
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Figure 3. The metascripts diagram 
 
 

IV. IMPLEMENTATION OF GENERATOR SCIPTING 
MODEL THROUGH GENERATIVE OBJECTS 

 
The scripting model of generators was originally 

developed for the purpose of developing generators in 
scripting languages, like Perl. However, it was shown that 
model and its implementation don't depend on using 
scripting languages. Generators based on scripting model 
can be written in object-oriented programming languages 
like C++, as well as in scripting languages. Moreover, 
using object-oriented languages enables usage of object 
modeling techniques, like UML. 

Generative objects are objects from classes which are 
included in programs in a form of libraries. For that 
purpose, the appropriate library for C++ is developed. 

 
A. C++ library for generator development 

 
The library defines two classes for generator 

development: cgenerator, and cspecification. The 
cgenerator class enables implementation of generating 
functions, while the cspecification class inherits 
cgenerator, adding methods for working with application 
specification. 

 
 
 



B. Class cgenerator 
 
The cgenerator class enables implementation of simple 

one-level generator in C++ language, which is shown in 
the next diagram (Figure 4.). 
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Figure 4. Single level generator 

 
 
Operations supported by appropriate methods from 

cgenerator class are following: 
• loading program code templates (metascripts) 
• simple generating by exchanging links using 

appropriate exchange contents (sources) 
• saving generated program code into output file 
• different operations on character strings, like 

concatenation of generated code and assembling 
templates 

 
C. Class cspecification 

 
The cspecification class enables working with 

application specification. Application specification is 
proposed by specification diagram (Fig. 3). The 
cspecification class inherits cgenerator and enables 
implementation of specification linked list, all operations 
connected to application specification and implementation 
of more complex generating functions. 

The application specification is in a simple textual file, 
in a form of label-value pairs, like the following example: 
 

title:students 
field_int:id 
field_char:surname_name 
field_float:average_mark 

 
The linked list of application specification is formed by 

loading from textual specification (Figure 5.). 
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Figure 5. Linked list of specification 

 
 

Operations supported by appropriate methods from 
cspecification class are following: 
• loading specification to specification linked list 
• implementation of simple single level generator 

(Figure 4.) 
• selecting parts of specification, due to proper 

connecting sources to metascripts. 
 
D. The structure of generator 

 
The general structure of generator based on C++ 

generative objects is shown in Figure 6. 
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Figure 6. General structure of generator based on C++ generative 

objects 
 
 
As shown in Figure 6., particular generators are 

implemented by appropriate classes, which are inherited 
from cspecification. Particular branches of metascripts 
diagram are implemented by appropriate methods. 

 
 

V. THE APPLICATION PROTOTYPE 
 
The prototype presents starting point of generator 

development because it’s reengineering results in 
programming code templates (metascripts). Also, 
prototype presents one of possible applications inside of 
problem domain which generator covers. In this case we 
examine remote database administration through web 
interface. The prototype is made of PHP scripts and 
HTML form templates which enable the main operations 
over „students“ table (data review, new record entry, 
existing record modification and record deletion, Table 1.) 

 
TABLE I 

STRUCTURE OF PROTOTYPE DATABASE TABLE 
 

Attributes Data types
student_id (primary key) integer

surname_name varchar
year_of_study integer

year_of_enrolment integer  
 



 
During the development of the application prototype 

the following infrastructure was used: 
• Apache Web server 
• mySQL database – for entity relationship model 

implementation  
• PHP server-side scripting language – for user's 

view implementation 
The main purpose of this prototype is generator 

development. This generator will be the virtue of prototype 
structure and functionality (generation of similar and more 
complex systems). Model of database-driven prototype 
which presents prototype functionality and used 
infrastructure is shown in Figure 7. 

 
 

 
 

Figure 7. Model of a database-driven prototype 
 

 
HTML templates of main operations (data review and 

existing record modification) which prototype maintains 
are shown in Figure 8. and Figure 9., respectively. 

 
 

 
 

Figure 8. Data review 
 

 

 
 

Figure 9. Data modification 

 
VI. CONCLUSION 

 
In this paper, it is shown that scripting model of 

generators can be implemented by appropriate object 
model by using object-oriented programming languages, 
like C++. For that purpose, the appropriate library for C++ 
was developed, as well as generator of PHP scripts for 
remote administration of database using web interface. 
Development of applications and their generators is 
adapted to Boehm's spiral model of software development 
[2]. 

By usage of C++ in generator development, some 
advantages in implementation of scripting model are 
achieved in comparison to scripting languages: better 
efficiency of program code, and its better protection 
(because of compilation into machine language), 
possibility of using object-modeling techniques like UML. 

On the other hand, the flexibility in generators 
development using scripting languages was held. 
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