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Abstract— This paper presents a context-aware system
that uses Machine-to-Machine communication to retrieve
sensor data collected by an Android operating system
smartphone. It uses the eXtensible Messaging and Presence
Protocol for communication with a remote server where data
are stored, while both ends are implemented in the Open
Service Gateway initiative framework providing system
modularity and portability. Although our system is designed
as a generic system that can be easily applicable for various
monitoring purposes or on-event reactions, its functional-
ity has been evaluated by implementing an environment-
variables monitoring application used in industrial sectors.
The case study presented in this paper elaborates a context-
aware application in terms of monitoring and alarming
functions. In our case study Android devices are used
for communication purposes and monitoring environment
parameters in order to track context data and react to it.

I. INTRODUCTION

Nowadays devices (e.g. PCs, smartphones, positioning
devices, health monitors) in our environment are expected
to work on high levels of independence, performing pro-
grammed actions that benefit their users in everyday life.
In order to meet the set of requirements, these different
devices are connected together performing certain tasks.
This concept is known as Machine-to-Machine (M2M)
communication [1]. M2M is a concept that defines the
rules and relations between devices while cooperating.
It implies a highly automated usage of a set of devices
simultaneously, without much need for human interaction.

Although with the increase of computational power,
now it is even possible to run different M2M tasks on
various consumer electronics (e.g. television sets, set-top
boxes), smartphones are still more frequent used in M2M
domain. In 2007 smartphone sales number exceeded
laptop sales [2]. Development of those devices and the
technology behind them enabled PC-like performance on
pocket-size gadgets. Just a few years back the main part of
a cell phone was the communication processor, while the
application processor was just a low-end microcontroller.
Today, with the falling cost of smartphones, application
processors have the main role.

Even more, with further development those devices
will become capable of running software agents which
will further broaden their usage domain. Additionally,
smartphones are equipped with various sensors (e.g. tem-
perature, accelerometer, lights) making it easy to collect
different information and build context-aware systems

(e.g. like in [3]). For instance, by keeping track of infor-
mation that describes current location of a mobile user,
it is possible to develop real-time monitoring or aiding
systems. Obviously, there are many possibilities for new
services and systems and that is the motivation behind
our work. Namely, our main idea is to develop easy-
to-use, fast and cost-efficient systems with significant
possibilities for appliance.

Therefore, in this paper the focus is on describing
a generic context-aware M2M framework that traces
changes of a set of environment variables that are moni-
tored using M2M devices. Since there is a high percentage
of fragmentation in terms of different hardware and soft-
ware components on the market, we use Open Service
Gateway initiative (OSGi) framework to overcome the
existence of different devices. For the security reasons we
have chosen to use eXtensible Messaging and Presence
Protocol (XMPP) for communication between devices in
the M2M environment.

The problem we are addressing is how to collect sensor
data from different devices in a heterogeneous M2M
environment, send them through different M2M networks
and act upon them on a dedicated server. However, for the
purpose of the case study, we implemented our system
using a smartphone running on the Android operating
system as an end device. A framework like our could be
easily applied to monitor environmental changes in dif-
ferent areas like various geographic locations or industrial
facilities. Additionally, it could be used to track position-
ing data and changes of other variables (e.g. magnetic
field, noise level). And since today’s smartphones come
with multiple built-in sensors and operating systems such
as Android, it becomes easy to use them and connect them
with other computing devices.

The rest of this paper is organized as follows. Section
II introduces M2M and context-aware concepts, Section
III refers to the papers where similar combination of
technology is used and gives insight to diversity of appli-
ance. Section IV describes key technologies used in our
work, while Section V introduces our system architecture
and describes relations between system entities. Section
VI elaborates design and implementation of a proof-of-
concept described as a case study in Section VII. Section
VIII gives evaluation results, while Section IX concludes
the paper and proposes directions for future work.



II. MACHINE-TO-MACHINE AND CONTEXT-AWARE
ENVIRONMENT

The number of devices connected through a network
where they can mutually communicate is rapidly growing,
and thus the M2M concept is gaining significance. M2M
network is a network of devices with diverse functionali-
ties and capabilities that interact with only limited human
intervention. A plethora of different devices communicat-
ing by using different technologies (e.g. wire lines, WiFi,
2G/3G, Bluetooth) creates a heterogeneous environment
where data can be collected, analyzed and acted upon,
depending on system design. Data collection and data
assessment are also related to context-awareness. In order
to have a context-aware service, data have to be collected
and used to enable provision of context-dependant actions.
For instance, data that describes a certain environment,
can be used for a location-based service.

A. Machine-to-Machine concept

Appliance of M2M can be found in many industry
branches, such as transportation, manufacturing, security
and e-Health [4]. Such a strong presence in different areas
creates new large scale business opportunities and makes
M2M a key concept, especially in telecommunications.

A typical M2M based application contains four basic
stages: data collection, data transmission (through a com-
munication network), data assessment and response to
the available information [5]. Data are collected through
sensors – different kinds of them are built-in part of
smartphones (e.g. microphone, camera, gyro sensor, GPS
transceiver), and they can be collected periodically or on
request. Sensors can also be stand-alone modules that
are controlled by a M2M device (i.e. in this case a
smartphone). After collecting data, data are sent through

a network to another M2M device that can store that data,
analyse them or act upon them (see Figure 1). Those
actions belong to data assessment and response phases
that come after the receiving data phase.

In a M2M system, communication network presents
the infrastructure that enables communication between
M2M entities. It can be carried out over a cellular net-
work, Public Switched Telephone Network (PSTN) or via
communication satellites. The trend in today’s technology
is focusing on cellular networks since they have good
land coverage and have become affordable to transmit
large amounts of data. The advantage of cellular network
over PSTN is the provided mobility and advantage over
satellite communication is cost-efficiency.

As for the software side, operating systems are of
help in M2M application development since they enable
running the same software on devices that are different
hardware-wise. The downside is that there are a lot of
operating systems on the market which makes software
development a demanding task. This is the problem
we are addressing in this paper. Our contribution is a
specific solution for sensor data collection that runs on
the Android operating system. We are overcoming the
problem of various existing mobile operating systems
(e.g. Android, iOS, Symbian, Windows Phone 7, webOS,
Bada) by using the OSGi framework. With solutions
like the Prosyst mBS [6] it is possible to run the same
software on operating systems like Android and Symbian,
even on embedded low power hardware hosting Java
Virtual Machine (JVM) [7]. By using Android operating
system and ProSyst mBS OSGi solution we managed to
overcome the hardware and software issues mentioned
above.
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B. Context-aware systems

An important part of ubiquitous or pervasive computing
principle, meaning integration of devices and general
technology into everyday activities of people, are context-
aware systems. The term context refers to elements of
user’s environment that are relevant for the application.
Such information can have its external dimension (e.g.
location, most commonly used [8]) and internal or log-
ical dimension specified or gathered from the user [9].
Therefore, context-aware systems react to the current
context and make actions without the need of explicit user
intervention. Implementation of such systems can have
three basic approaches:

• direct sensor access without processing such infor-
mation,

• middleware infrastructure that encapsulates sensor
retrieval details, enabling reuse of the previous prin-
ciple and

• context server, used as a distributed approach, where
gathering and processing sensor data are moved to a
remote unit.

The context server approach can have three models for
managing multiple processes:

• process-centric view using widgets, that enables
reusability, often controlled by a widget manager and
are not robust to component failure,

• service-oriented model that has more complex net-
work based components for discovering services, but
provides robustness and

• data-centric view (i.e. blackboard model) where pro-
cesses post messages to a shared media and process
of adding new context sources and configuration are
simplified.

Data structures used in representing and exchanging
context information define several context models:

• key-value model where key-value pairs are used to
describe the capabilities of a service,

• markup scheme models which typical example are
profiles (e.g. Composite Capabilities/Preference Pro-
file),

• graphical models like Unified Modelling Language,
• object-oriented models that use various objects to

represent different context types such as temperature
or location and

• logic and ontology based models.
Ontologies represent a description of the concepts and

relationships, and ontology models are most expressive
ones. System described in this work uses a variation
of object-oriented model for exchanging physical sen-
sor information – the context (external dimension) uses
context-server approach and data centric view (a version
of blackboard model).

III. RELATED WORK

Our work is marked with several technologies such
as OSGi, XMPP and context-awareness. To the best of
our knowledge, these three technologies have not been
previously combined within one M2M environment in

order to provide portable and scalable (because of OSGi),
secure and highly available (because of XMPP) system of
greater quality (because of context-awareness).

OSGi is gaining momentum and is being implemented
as a feature technology in many new systems and services.
The usage of OSGi framework has advantages over stan-
dard operating-system-specific applications since it brings
the benefits of high modularity, portability and resource-
effectiveness [10]. There is a variety of papers where the
OSGi framework is used to achieve the aforementioned
software features in different areas of appliance.

One example of appliance is in telematics [11], conver-
gence of telecommunications and information technology
in automotive industry. Paper [12] introduces a service
oriented infrastructure that aims to provide a flexible
and extensible platform for provisioning, managing and
developing telematics services. Moreover, this system,
which consists of the OSGi backend system and the
OSGi service gateway platform, provides architecture for
development of context-aware automotive services.

In [13] authors present the use case of Android op-
erated smartphones running on OSGi framework, used
for monitoring road-side assistance and driver aids. They
describe how to combine OSGi Vehicle Expert Group
into an Android platform in order to enable third-party
application manufacturing. This is of vital importance
since the problem with OSGi in the telematics domain
is that existing technologies are in most cases Original
Equipment Manufacturer platforms and are only open for
in-house development.

Ambient systems [14] make another area of appliance.
The focus in [15] is to manage applications that are
running on devices with scarce resources. This is achieved
by defining a minimal bootstrap environment in order for
the application to run. All other application resources are
never stored on the device but downloaded directly into
the JVM memory when needed. Constant connectivity is
required in order for this to work, and thus the whole
concept is similar to cloud computing [16].

Papers [12], [13] and [15] demonstrate the strength of
OSGi as a technology that provides modularity and effi-
cient software component management. However, OSGi
framework does not provide sufficient security mecha-
nisms [17] needed in M2M environments proposed in
aforementioned papers. On the other hand, XMPP, used
for communication in our work, provides additional secu-
rity features such as secure communication and authenti-
cation of end users. Additionally, XMPP can be used for
communication as an all-in-one solution – for messaging,
presence information and file transferring. It also benefits
from continuously open connection which is an advantage
when M2M devices are behind a gateway and cannot be
directly reached.

A slight disadvantage is relatively higher battery con-
sumption and network traffic. Possible issues like infor-
mation overhead of Extensible Markup Language (XML)
on which the XMPP is based [18], and which could
be of greater importance in low-bandwidth networks,
can be solved using existing standards and techniques



[19]. Our work is designed as a generic framework for
M2M environments, and thus we choose XMPP over
some other alternatives (e.g. publish-subscribe systems)
designed only for specific solutions. Moreover, XMPP
provides better options for interoperability with other
systems that will be used in future expansions of our
work.

The paper [20] combines OSGi and XMPP designing
system architecture for the detection function for digital
refrigerators. OSGi benefits by providing a communica-
tion platform for different digital appliances, while XMPP
is applied to build a mechanism of message notification.
However, they do not use the process of data collection
and assessment needed for context-awareness required for
a generic M2M system such as ours.

In some other cases, server applications running on
remote computers are used for calculations or storing
collected data. Such M2M communication between a
user’s device and a remote computer often serves for
publishing information or notifications that trigger certain
actions. For instance, [21] describes a system that relates
users, context and content providers creating a context-
aware augmented reality system that provides real-time
train station navigation and information processing. This
context-aware system utilizes information that describes
current location in order to provide location-dependent
services to the user. It enables real-time interaction by
requiring certain sensors or specific hardware that can
locate users [22]. Although, this study showed that to-
day’s smartphones (e.g. Android) are already capable of
performing highly complex tasks and combining multiple
technologies simultaneously, without using OSGi as a
front end framework, it is hard to achieve portability (i.e.
usage on different pieces of hardware).

IV. BACKGROUND

The following section provides information about used
technologies and describes their key advantages which
made them suitable for the purposes of this work.

A. Open Service Gateway initiative (OSGi)

OSGi [10] is a framework that enables creation of
modular Java applications. Classes of object-oriented soft-
ware are divided into bundles – dynamic components that
can be installed, started or updated without having to
restart the application or service. It also enables remote
management of bundles. All mentioned features facilitate
work on web servers where OSGi is largely applied. It
provides higher modularity than standard Java program-
ming since applications can be combined from various
existing bundles, which can be found in web repositories.
On smartphones, OSGi provides better resource manage-
ment since it allows multiple Java applications to run
using a single JVM. Moreover, OSGi can be used in
different areas of appliance such as industrial automation,
automobiles [13] and for grid computing [23].

B. Android

Android is an operating system and Application Pro-
gramming Interface (API) for smartphones released by

Google in 2007 [24]. Essentially, it represents a Linux
distribution that includes a version of JVM (i.e. Dalvik
VM), and thus applications development is mainly done
using Java programming language with the Android Soft-
ware Development Kit in combination with development
environments such as Eclipse [25]. The main advantages
of this platform is its open-source type, simple access to
core hardware functions of the smartphone (e.g. cameras
and accelerometers) and accessible use of built-in services
and applications. In our system we use Android devices
since they have these aforementioned advantages and
support is available for needed OSGi framework (e.g.
Prosyst mBS [6]) and XMPP protocol API (e.g. Smack
API for Android [26]).

C. eXtensible Messaging and Presence Protocol (XMPP)

XMPP [27] was developed by the Jabber open-source
community and later standardized by Internet Engineering
Task Force. This protocol uses an XML format permitting
two entities to exchange XML elements over a network.
XMPP is basically a client-server model, where clients
communicate to each other using public servers or servers
for local communication. Communication is realized us-
ing three core XML stanzas:

• presence stanza used for information about an en-
tity’s network availability,

• message stanza for sending asynchronous informa-
tion from one entity to another and

• iq stanza for general request-response mechanism.
These stanzas enabled a number of applications, from

classical instant messaging [27] and presence services
[28], to network monitoring [29] and remote controlling
[11]. Monitoring and controlling through sensors [30],
especially in the M2M environment, tend to show per-
spective [31] while using XMPP, and therefore this type
of communication is built in the designed architecture.

V. SYSTEM ARCHITECTURE

Architecture designed for our system consists of three
basic components – smartphones, XMPP server and Con-
text Data Processor (CDP). Components (i.e. nodes) com-
municate using XMPP protocol, and therefore a dedicated
XMPP server is required to enable such communication.
The central part of the system is the CDP, that has several
roles as a main logic unit (e.g. storing and filtering context
data), but essentially it serves as a data collection and
processing server. Smartphones represent the client part
of the system gathering required data in terms of current
sensor readings and forwarding it to the CDP. Both client
devices (i.e. smartphones) and the CDP are implemented
using OSGi framework.

A detailed view on the communication between net-
work components is presented in Figure 2. Classical
client-server model is used here, in such a manner where
smartphones represent the client, and CDT the server
part of the system. Since XMPP protocol is used for
communication, this model additionally needs to have a
XMPP server which represents central connection point
between the XMPP elements (i.e. smartphones and CDP).
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Communication between smartphones and XMPP server
is realized either through a 3G network or Wireless Local
Area Network for local usage, while XMPP server and
CDT communicate on a Local Area Network based net-
work for a more reliable communication. XMPP protocol
is in the core of the system, and therefore all of the stan-
dardized XMPP messages (i.e. presence, iq and message
XML stanzas) are used here, with addition of explicit
use of publish-subscribe mechanism [32]. Using these
mechanisms, CDT tracks the status of every available
smartphone and receives required context data in terms of
group sensor readings. Moreover, all of these endpoints
connected through XMPP server are built on appropriate
versions of OSGi framework (i.e. mBS Mobile for An-
droid application and Equinox OSGi framework for the
CDP).

VI. SYSTEM DESIGN AND IMPLEMENTATION

This section contains description and specification in
which manner the implementation was done on both client
and server side of the system. Here, logic part of the
system is described as well as implementation in OSGi
framework.

A. Client implementation

Components, which provide context information
through sensor data, are implemented on Android based
smartphones (e.g. HTC Hero and HTC Legend). An
application based on OSGi framework is run on the
device (see Figure 2), primarily as a background ser-
vice with minimal graphical interfaces. The idea is to
limit user interaction with the application and enable
configuration of basic settings only – types of sensors to
track and frequency of sending those. Application then,
using XMPP functionalities, authenticates and logs as a
XMPP user on the remote (or local) server. A publish-
subscribe node is then created on the server and sensor
data is deployed to the server over a wireless interface
in formatted XMPP messages using a publish-subscribe
mechanism. Sensor readings, representing current context,
are published depending on the required configuration
which can contain frequency and types of sensors. Except

configuring initial settings through graphical interface,
all other described actions (e.g. registration with XMPP
server) are done automatically.

Our application is meant to run on the device as long
as it is needed for context data retrieval. Disabling the
running service could be done programmatically or man-
ually by the device user. Although this application could
easily be run as a classic Android application, realization
is done using OSGi framework – dividing application
into several bundles, each for a specific purpose (e.g.
XMPP libraries, sensor data class packages, services and
graphical interface) [33].

B. Server and CDP implementation

XMPP server is run on a dedicated computer, connected
to the CDP in a local network. No special requirements
are needed here, only standard XMPP support, but pos-
sibility to upgrade these functions (e.g. using Ad-Hoc
commands [34]) should be taken in concern.

CDP is implemented as an OSGi application divided
into several bundles. These bundles are divided in the
same manner as the mentioned Android application – each
bundle for specific groups of packages divided by func-
tionality (e.g. XMPP libraries, application logic, graphical
interface). For better control of these packages in the
OSGi command line, graphical interface with minimal
required functionalities is implemented (see Figure 5).

When CDT gets started, it goes through the authen-
tication and login process with the XMPP server and
then subscribes to all publish-subscribe nodes that devices
have created. The benefit of using XMPP is clear in
this process; using presence mechanisms, it is relatively
simple for CDP to be aware of all devices currently
logged into the system, and whose sensor data are being
monitored. While being subscribed to these nodes, CDP
receives any published sensor data and handles them for
the specific purposes; storing them as formatted data and
examining current context based on previous data and data
received by other nearby devices. Such information in
terms of context data can be used for a wide spectrum of
objectives such as gathering statistical research, tracking
and alarming in specific situations and other.



VII. CASE STUDY

In order to provide general perspective on applying our
system for specific purposes, use case is described in this
section. The case study gives an industrial-like application
of the system in terms of monitoring and alarming func-
tions. It includes smartphones being used by employees in
a kind of industrial compound with potentially dangerous
environment. The devices are used for general communi-
cation purposes and monitoring environment parameters.
System includes standard components (i.e. smartphones,
XMPP server and CDP) and additionally some sort of
control center used in the company. Messages and actions
taken in the scenario are shown in the sequence diagram
(see Figure 3). CDP examines context data of the devices,
and if a potentially dangerous set of readings is detected
(e.g. increased temperature in a period of time), CDP
alarms the control center, and then actions of prevention
or control can be taken regarding security policy of the
company.

Smartphone CDP Control Center

Configuring
CDP parameters

Login/Authorization

Registering subscription
node Login/Authorization

Subscribing to node
created by a device

Publish context 
(sensor) data

Sending data to 
subscribed CDP
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security policy

XMPP Server

CASE: Increased number of high temperature readings

Figure 3. Sequence diagram of described case study scenario

The process of establishing our system includes config-
uring and starting the service on a smartphone, running
the XMPP server and CDP with a interface needed to
provide context data handling configuration. Through the
mobile application, users set the sensor listening service
choosing sensors and frequency of sending the data.
Figure 4 shows an example of graphical interface for
configuring such Android application.

The started service then logs in the XMPP server and
registers its publish-subscribe node for sensor data. After

Figure 4. Screenshot of the Android application - sensor listening
service settings

configuring and starting, CDP goes through the same au-
thorization process with an XMPP server and subscribes
to nodes created by devices (Figure 5). Afterwards, for
the defined period, sensor data are being published on
the registered node, so the data are instantly redirected
to the CDP. Scenario shown in Figure 3 includes a case
where a number of readings include increased values of
temperature. Supposing that these kinds of readings are
defined in the CDP configuration as potentially dangerous,
the CDP then alarms the control center.

Although the primary concept of implementation is
designed for user devices meant for tracking, additionally
some other features, such as chart displaying history of
sensor values varying, are implemented (see Figure 6).
These kinds of features can be of use for quick filed-
type analysis of the sensor changing history for the people
in charge of such actions, since the primary focus is on
tracking context data and reacting to it.

Figure 5. Screenshot of CDP - simple example of the implementation



Figure 6. Screenshot of the Android application - simplified represen-
tation of sensor variation history

VIII. EVALUATION

Technologies used in realization of the described sys-
tem represent key points in recognition of the added value
that the system makes. First of all, it is important to
emphasize features of XMPP such as extendibility for
supporting additional capabilities and existing support
for security and reliability as described in [35]. Even
though this work does not go into details about security
and reliability issues, these requests could be of great
importance in some cases (e.g. life-saving information).
Knowing these facts, more demanding implementations
of this system should also be considered.

Optimizing system resources like memory usage, ap-
plication size and energy consumption should be taken in
consideration while deploying solutions for smartphones
such as Android/OSGi bundles. Regarding this matter,
evaluation of these parameters was done, comparing An-
droid/OSGi and native Android realization of the mobile
application. Evaluation was done using command-line
tools for inspecting process memory usage, the OSGi
framework application for Android (its memory infor-
mation utilities) [6] and Android applications for system
monitoring [36]. Generally, an assumption is made that
the OSGi framework is started on the device and is
running for the needs of different application bundles, so
the considered application parameters (e.g. starting time,
memory usage and application size) are observed without
the influence of the OSGi framework itself.

Test results for our developed mobile application, ex-
cept energy consumption which is discussed separately,
are shown in Table I. Tests were performed on three actual
Android devices: HTC Hero (processor: 528 MHz, system
memory: 288 MB, Android version 2.1), HTC Legend
(processor: 600 MHz, system memory: 384 MB, Android
version 2.2) and HTC Desire HD (processor: 1 GHz,
system memory: 768 MB, Android version 2.2). Average
values of considered parameters were taken for each
device together with the OSGi framework parameters.
Results show that the start-up time of the bundle is several
times faster (9 ms for the slowest device) compared to the
native Android application (15 ms for the fastest device).
Also, memory consumption is much less (depends on
the device, but always less than 1 MB) than for the
native Android application, which takes up to 3.2 MB.
Despite of OSGi framework as an additional element
considering application size and memory consumption,
the Android/OSGi bundle shows improved results when
compared to the classic Android application. In [13]
testing and evaluation of these parameters in the An-
droid/OSGi environment were done, and also showed
similar results regarding memory and application start-up
time of Android/OSGi based applications, not including
the OSGi framework itself.

Regarding battery usage, using the OSGi framework
does not show to be energy-consuming through a shorter
period of active usage when publishing sensor data every
couple of seconds. Although this kind of parameter cannot
be measured as precise as memory or application size,
testing on mentioned Android devices showed that OSGI
framework itself uses roughly around 0.5% of battery
power on Android system (after starting and installing
bundles) with addition of running bundles that spend
around 0.05%, depending on intensity of communication.
Compared to native Android application, which uses also
around 0.05% of battery power through a similar short
period of active use, using Android/OSGi bundles does
not affect the devices energy autonomy significantly.
Therefore, together with portability and ease of use, using
Android/OSGi version is definitely an advantage even
from the optimization point of view and points out a
contribution of OSGi platform in terms of scalability and
more effective use of system resources.

TABLE I
EVALUATION RESULTS

HTC Hero
(Android/OSGi)

HTC Legend
(Android/OSGi)

HTC Desire HD
(Android/OSGi) Native Android

Application size 1.61 MB (1.52 MB external libraries bundle and 8.86 MB OSGi framework) 2.03 MB (1.52 MB
external libraries)

Application start-up time 9 ms (12000 ms OSGi
framework)

6 ms (8035 ms OSGi
framework)

4.5 ms (3600 ms OSGi
framework)

38, 30 and 15 ms
respectively

Memory usage 600KB (9 MB OSGi
framework)

800 KB (9.5 MB OSGi
framework)

700 KB (10 MB OSGi
framework) 3.2 MB (all devices)



IX. CONCLUSION

Smartphones can already be used for different purposes,
and with the breakthrough of technologies like OSGi
combined with M2M communication, they are breaking
existing barriers for providing PC-like applications and
functionalities on such handheld devices. However, most
of the existing systems focus on narrow usage scenarios
that are of help only in highly specific domains. We
consider that with help of the right technologies and
system design it is better to develop multi-purpose generic
systems which can be adapted for different appliances
with minimal implementation changes.

Therefore, in this paper we presented the concept of
such a system that can be used for monitoring purposes
or on-event reactions. By keeping the system design
simple and by using technologies like OSGi and XMPP
we implemented a system that is easy to upgrade and
combines modularity, scalability, portability and resource-
effectiveness. The evaluation pointed out concrete advan-
tages of OSGi applications in managing resources – 80%
less memory usage and shorter start-up time (average
values besides OSGi framework itself and given values
for native Android, taken from Table I) and negligible
energy consumption.

Future work on this subject will be focused on imple-
menting XMPP commands for communication between
entities, improving scalability options in terms of better
user management in the CDP and porting the system
on other operating systems like Symbian and Windows
Phone 7. Also, additional functions of OSGi framework
regarding remote controlling and software updates [37]
will be considered for implementation in our system.
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