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Abstract: Prediction of product quality within software engineering, preventive and corrective actions within the various project phases are constantly improved over the past decades. Practitioners and software companies were using various methods, different approaches and best practices in software development projects. Nevertheless, the issue of quality is pushing software companies to constantly invest in efforts to produce enough quality products that will arrive in time, with good enough quality to the customer. However, the quality is not for free, it has a price that is required at the time you notice about her. In this paper fuzzy logic and KNN classification method approaches are presented to predict Weibull distribution parameters shape, slope and the total number of faults in the system based on the software components individual contribution. Since the Weibull distribution is one of the most widely used probability distributions in the reliability engineering, predicting of its characteristics early in the software lifecycle might be useful input for the planning and control of verification activities.

1. INTRODUCTION

The amount of reported errors in software components and application in general, can be described using different mathematical models as a function of time. It is also possible to observe what happens to the total amount of reported errors over time. It is possible to monitor and change parameters that affect the observed model over time, and improved the component quality through a variety of different applications. For this purpose we use the distribution models based on Weibull, Lognormal, Normal and Exponential distributions. After the amount of reported errors is described as a function of time, mathematical models and their characteristic parameters, it should be concluded in appearance and quantity of errors in the new program components, which is based on existing software components that we have enough historical data.

More precisely, the paper presents a model that is used to predict the Weibull parameters of the whole system based on the Weibull parameters obtained from components forming that same system. The companies are usually using similar history projects for predicting the parameters of the current project. There is a background assumption for using the proposed model which should be stated explicitly.

Firstly, if the model is intended to predict component reliability, then the underlying assumption is that all components forming the system have similar reliability and based on number of measured component reliability the most likely reliability for all components is estimated.

Secondly, if the model is intended for predicting system reliability, then the assumption is that the mean of individual probabilities equals the total system probability.

ISO 9126 standard [42] is the software product evaluation standard from the International Organization for Standardization. This international standard defines six characteristics that describe, with minimal overlap, software quality: functionality, reliability, efficiency, usability, maintainability, and portability.

Feedback on software component quality is something which we need very early in the project. It is very hard to predict and determine the quality of the software components at the beginning of the project. In addition, the software quality prediction has a significant role in easing the maintenance of software. In short, the prediction is helpful in software development, testing and maintenance activities.

Predictions can either be made on the basis of historical data collected during implementation of same or similar projects, or it can be made using the design metrics collected during design phase [43].

During the different development stages the quality of the software component must be tracked and visible. There are a number of the applied techniques but most important is the one which are tracking the number of faults for the software component [44].

But the quality is not for free. The quality does cost. So the key is to focus on evaluating the cost of quality and return on quality [45].

This article deals with implementation of the Weibull mathematical model, KNN algorithm and Fuzzy logic in software component quality prediction in the Ericsson Nikola Tesla R&D within TSS (Trunk Signaling Subsystem) part of the AXE. It describes actual application of the discussed principles for the current running projects in Wireline. Some of the applications are new, and some are further development of the existing applications. The project duration is also different, some of the projects were running for 2 years, but some of the projects are only 6 months last. The importance of cost of quality is stressed, together with other factors that influence quality of a software product at the production side.

2. RELATED WORK

During the analysis of over 20,000 electronic products manufactured throughout 1980s and 1990s, [1] Weibull distribution with shape parameter β (beta) values close to 1, or very similar to the exponential distribution shown as the
most appropriate form of distribution for modeling in avionics.

Upadhye & Srinivasan [2] questioned the reliability of modeling with Weibull shape parameter $\beta$ value of 1.1. Although it was concluded that a more accurate is exponential distribution, probability density function associated with advanced technologies in all areas of software engineering has shown that the Weibull distribution is actually the most representative distribution between the other distribution [3].

Research on the incidence of errors and their causes [4] showed that in fact software system has deterministic behavior and that the errors in the programming unit is function of the deterministic and not a stochastic process (although there are some indications, they are negligible). Weibull, Gamma and exponential distributions are used for modeling systems which have also proved successful.

In fact, common to all models, the reliability of the assumption that the occurrence of errors, and debugging to be a random process that can be presented as a probability density function or a realization of stochastic process [5].

Rinsaka and Dohi [6] pay a special attention to the maintenance phase of the product life cycle and quantity of people needed to maintain the same product because it is impossible to detect and remove all errors within the programming of products before delivery to the buyer. They used the Geometric, Binomial and Weibull distribution for modeling systems.

Zhou and Davis have been empirically confirmed the reliability of models for open source software [7]. Among other things, they confirmed that the occurrence of errors follows the Weibull distribution, and that does not follow the usual Rayleigh distribution, accepted in a non-FOSS software industry. Also, the authors suggested that each project has its own distinctive shape parameter $\beta$ and the parameters can change over time and projects.

Yamada and Tamura confirmed that the interaction between application components should also consider in the modeling of open source software [8].

Billinton and Allan, 1983 confirmed that the Weibull distribution can be used for modeling the problems associated with aging, wear and deterioration of mechanical components [9]. In a series of surveys conducted in the area of rail transport industry and the accompanying industry, analysis of errors are made in order to find the best distribution model [10], [11], [12], [13]. The vast majority of observed cases, the Weibull distribution proved to be most successful [14].

Among the other things because the Weibull distribution has an important feature and that is that one does not advance a particular, typical form and that depending on the values of parameters can be closer to other distributions (e.g. Lognormal or exponential). For example, the shape parameter $\beta$ has an impact on the frequency of errors observed components. Value for $\beta$ less than 1 represents a phase of "infant mortality", while a value of 1 observed a consistent component of the error rate, and follows an exponential distribution. This phase is actually a normal phase of the operation components or components useful life. If the value is greater than 1 is the phase of wear components. The parameter $\eta$ measures common characteristic component of life is defined as the moment at which the components have a 63.2% error [15].

Classical reliability models are divided into several classes and include Exponential class of models (which include the Jelinski-Morandi De-eutrophication model, Nonhomogeneous Poisson Process (NHPP) model, Schneidewind's Model, Musa's Basic Execution Time Model, Model Hyperexponential) then Weibull and Gamma Class models (which include the Weibull model, S-Shaped Reliability Growth Model), and Infinite Failure class model (which includes Duane's Model, Geometric Model), and finally Bayesian class of models with Musa-Okumoto logarithmic Poisson and Littlewood-Verrall Reliability Growth model are summarized in [16].

All of the above models imply that each error and defect is equally important.

Error prediction based on the complexity and size of software components written in the Java programming language has shown that in fact the size of monitored programming code are following lognormal distribution, distribution of errors in software components sorted by the number of lines of code follows Weibull distribution and the size of software components is important fact in understanding the magnitude and complexity of programming applications [17].

Benčić and Šestan 2002 have been successfully applied Weibull distribution with shape parameter $\beta = 1$ (special form Weibull distribution which represents exponential distribution) to model the ship's energy system with uniform frequency of errors [18]. Weibull distribution was used in the prediction error, i.e. the modeling of two IBM systems during phases of commercial use of the same [19].

System reliability in telecommunication industry is directly related to the amount of errors found during the system verification and reported errors with the specification for the system in operation. Number of reported errors is the most common way of measuring the quality of software components [20].

3. SOFTWARE COMPONENT

The presented model is dealing with the software components and measuring trouble report inflow in period of time. But this would be valid if it is observed on any other entity, such as just production/software unit. So the model is also applicable to the other parts of the system (group of software components, modules, subsystems etc.). Components are abstract, self-contained packages of

...
functionality performing a specific business function within a technology framework. These business components are reusable with well-defined interfaces. A business component is the software implementation of an autonomous business concept or business process. It consists of all the software artifacts necessary to represent, implement, and deploy a given business concept as an autonomous, reusable element of a larger distributed information system [26].

A software component is a unit of composition with contractually specified interfaces and explicit context dependencies only. A software component can be deployed independently and is subject to composition by third parties [27], [29].

A component represents a modular part of a system that encapsulates its contents and whose manifestation is replaceable within its environment. [...] A component specifies a formal contract of the services that it provides to its clients and those that it requires from other components or services in the system in terms of its provided and required interfaces [28].

A Software Component is a software element that conforms to a component model and can be independently deployed and composed without modification according to a composition standard [30].

A software component is a unit of composition with explicitly specified provided, required and configuration interfaces, plus quality attributes [31].

Software component is a logically, cohesive, loosely coupled module that denotes a single abstraction [32].

Reusable components are self-contained, clearly identifiable artifacts that describe or implement a specific function and that have clear interfaces in conformity with a given software architectural model, an appropriate documentation, and a defined degree of reuse [33].

Software component is defined as “a physical packaging of executable software with a well-defined and published interface [34].

Software component is a language neutral, independently implemented package of software services, delivered in an encapsulated and replaceable container accessed via one or more published interfaces. While a component may have the ability to modify a database, it cannot be expected to maintain state information. A component is not platform constrained nor is it application bound [35].

Note that the numbers in the brackets and following explanations are related to the figure 1:

Figure 1. The Component-Based design pattern

4. WEIBULL DISTRIBUTION

The Weibull distribution is by far the world’s most popular statistical model for life data. Weibull distribution is also used in many other applications, such as weather forecasting and fitting data of all kinds.

Among all statistical techniques it may be employed for engineering analysis with smaller sample sizes than any other method. The Weibull distribution was first published in 1939, over 60 years ago and has proven to be invaluable for life data analysis in aerospace, automotive, electric power, nuclear power, medical, dental, electronics, and every industry.

In this paper 3-parameters Weibull distribution is used. Weibull distribution parameters related to this paper are Weibull parameter η = scale parameter, β = shape parameter (or slope) and γ = location parameter. Detailed explanation about Weibull distribution and parameters can be found in [46]. Correlation coefficient (cc) is used for evaluation of proposed model [47].
5. KNN CLASSIFICATION AND FUZZY LOGIC

K-nearest-neighbor (KNN) classification is one of the most fundamental and simple classification methods and should be one of the first choices for a classification study when there is little or no prior knowledge about the distribution of the data [37].

KNN classification was developed from the need to perform discriminant analysis when reliable parametric estimates of probability densities are unknown or difficult to determine. Fix and Hodges, 1951 introduced a non-parametric method for pattern classification that has since become known the KNN rule [38].

Later in 1967, some of the formal properties of the KNN rule were worked out by Cover & Hart [22], [23], Teknome research covers different aspects in prediction techniques and KNN implementation, [21], [24], [25].

KNN algorithm is a controlled study where the results of the query are classified based on the closest results for each category. The purpose of the algorithm is similar to the neural-fuzzy network based prediction on the teaching and learning parameters needed for predicting response to each new issue set value. KNN algorithm as such, does not use a separate model, but the results based on previous "Learning." KNN classification algorithm uses the neighborhood as a result of a query for the new desired value.

The concept of fuzzy set was published in 1965 by Lotfi A. Zadeh [39]. Since that seminal publication, the fuzzy set theory is widely studied and extended. Its application to the control theory became successful and revolutionary especially in seventies, and eighties, the applications to data analysis, artificial intelligence, and computational intelligence are intensively developed, especially, since nineties. The theory is also extended and generalized by means of the theories of triangular norms and conorms, and aggregation operator's [40].

Humans have a remarkable capability to reason and make decisions in an environment of uncertainty, imprecision, incompleteness of information, and partiality of knowledge, truth and class membership. The principal objective of fuzzy logic is formalization/mechanization of this capability [41].

In this paper for prediction of characteristic Weibull distribution parameters (shape parameter $\beta$, scale parameter $\eta$) fuzzy logic is used. For the TR prediction KNN classification algorithm is used.

6. CASE STUDY

Wln3.1 application and SIP-I protocol complex which includes 31 monitored software components were observed.

Software components can be measured and compared using the number of faults (Trouble Reports) received on them. Large data base is needed to collect and store different kind of faults received in different projects, applications or live exchanges all over the world for Ericsson projects or exchanges. Different types of data are collected for every single applications and every single software component.

MIWeb is an integrated system on the web with components which are used in Design, Design Maintenance (DM) and Support organizations for Maintenance and Customer Support purposes [48].

A trouble reports occurrence as a reported problem that requires developer intervention to correct is defined. This is the observable event of interest for both maintenance and insurance purposes. The operational definition of a trouble reports occurrence varies across organizations. In this paper, we use the approach to analyze fault occurrences in Ericsson Nikola Tesla R&D organizations using the term TR and the TR inflow over the weeks. The TRs are reports either from the customer, either from the internal verification team, either from ongoing development projects. It must be noted that Weibull model presented in this paper used total number of reported faults in time frame without taking care about TR answer code distribution.

Typical parameters for Weibull distribution are presented and evaluated for every single software component and application in general. It should be noted that among 31 observed software components are actually 9 different components and their enhanced versions, working in several applications over an 8 years time period. For example one software component are developed and deployed for several applications. On the other hand there are software component consists of only 2 applications within the monitored period. Of course, one of the key factors is the complexity of the software component based on the number of interactions with other software components and the functionality within the entire SIP-I complex through several applications and architecture. After comparing all 31 software components, individually and collectively, typical data for Wln3.1 application have obtained in Figure 2.

These are shape parameter $\beta$, scale parameter $\eta$, cc and TR number (in percentage due to sensitive information).

Individual contributions of each of the 31 program components that make up the overall distribution are presented on Figure 3.

Overall pdf presented in pink color is actually broken line because the probability of occurrence of errors is obtained by summing the individual probability density function and divided by the total number of software components in the application Wln3.1. It is combined distribution which combines these "individual" distributions into one final distribution that incorporates all the information:

$$P_{df}(Wln3.1) = (P_{df}(pskl) + P_{df}(psk2) + \ldots + P_{df}(psk31))/31.$$  

On the other hand, the group contribution of all software components on the overall distribution of probability density function is presented on Figure 4. It should be noted that the
areas below both curves on figures 3&4 are equal to 1 (it match probability density function for continuous variable and probability mass function for discrete variable).

The input data are Weibull parameters η and β for the software component in previous application (η(t-1) and β(t-1)), and Weibull parameters η and β for the software component for current application (η(t) and β(t)).

<table>
<thead>
<tr>
<th>Component</th>
<th>η</th>
<th>β</th>
<th>cc</th>
<th>TR</th>
</tr>
</thead>
<tbody>
<tr>
<td>SIPHIT_1</td>
<td>2.359302</td>
<td>18.87314602</td>
<td>0.971230474</td>
<td>7.9832%</td>
</tr>
<tr>
<td>SIPHIT_2</td>
<td>1.860543</td>
<td>14.05880833</td>
<td>0.96490406</td>
<td>5.6022%</td>
</tr>
<tr>
<td>SIPHIT_3</td>
<td>1.185758</td>
<td>52.49527778</td>
<td>0.95916073</td>
<td>6.6760%</td>
</tr>
<tr>
<td>SIPHOT_1</td>
<td>1.245995</td>
<td>18.32958936</td>
<td>0.97528822</td>
<td>7.7489%</td>
</tr>
<tr>
<td>SIPHOT_2</td>
<td>1.2458908</td>
<td>14.30758633</td>
<td>0.96290406</td>
<td>5.4792%</td>
</tr>
<tr>
<td>SIPHOT_3</td>
<td>1.2457891</td>
<td>18.29858936</td>
<td>0.97528822</td>
<td>7.7489%</td>
</tr>
<tr>
<td>SIPHOT_4</td>
<td>1.1856758</td>
<td>52.49527778</td>
<td>0.95916073</td>
<td>6.6760%</td>
</tr>
<tr>
<td>SIPHOT_5</td>
<td>1.320833</td>
<td>64.52315206</td>
<td>0.96483091</td>
<td>2.5677%</td>
</tr>
<tr>
<td>SIPD_1</td>
<td>1.46304</td>
<td>22.68728244</td>
<td>0.97443373</td>
<td>5.1354%</td>
</tr>
<tr>
<td>SIPD_2</td>
<td>1.388908</td>
<td>14.3379966</td>
<td>0.96290406</td>
<td>5.4792%</td>
</tr>
<tr>
<td>SIPD_3</td>
<td>0.658683</td>
<td>36.86459519</td>
<td>0.93387596</td>
<td>1.1671%</td>
</tr>
<tr>
<td>SIPD_4</td>
<td>0.777777</td>
<td>71.42383883</td>
<td>0.98187777</td>
<td>2.0777%</td>
</tr>
<tr>
<td>SIPME_1</td>
<td>1.275053</td>
<td>20.06192307</td>
<td>0.97702532</td>
<td>0.7003%</td>
</tr>
<tr>
<td>SIPME_2</td>
<td>1.356908</td>
<td>20.44628155</td>
<td>0.98470607</td>
<td>0.9804%</td>
</tr>
<tr>
<td>SIPME_3</td>
<td>1.245995</td>
<td>18.32958936</td>
<td>0.97528822</td>
<td>7.7489%</td>
</tr>
<tr>
<td>SIPME_4</td>
<td>1.2457891</td>
<td>18.29858936</td>
<td>0.97528822</td>
<td>7.7489%</td>
</tr>
<tr>
<td>SIPMD_1</td>
<td>1.23961</td>
<td>17.78467555</td>
<td>0.88759269</td>
<td>0.4669%</td>
</tr>
<tr>
<td>SIPMD_2</td>
<td>0.916585</td>
<td>3.186861565</td>
<td>1.00934</td>
<td>0.9034%</td>
</tr>
<tr>
<td>TPCC_1</td>
<td>1.497001</td>
<td>22.79559338</td>
<td>0.97671747</td>
<td>5.1821%</td>
</tr>
<tr>
<td>TPCC_2</td>
<td>1.692704</td>
<td>18.51353066</td>
<td>0.94979898</td>
<td>1.4472%</td>
</tr>
<tr>
<td>TPCC_3</td>
<td>1.156621</td>
<td>13.80206028</td>
<td>0.97849252</td>
<td>1.6340%</td>
</tr>
<tr>
<td>TPCC_4</td>
<td>0.719149</td>
<td>50.86989538</td>
<td>0.95903758</td>
<td>2.3343%</td>
</tr>
<tr>
<td>TPCCR_1</td>
<td>1.52287</td>
<td>21.01525497</td>
<td>0.83908632</td>
<td>1.0738%</td>
</tr>
<tr>
<td>TPCCR_2</td>
<td>1.510709</td>
<td>16.30247739</td>
<td>0.98256086</td>
<td>1.6807%</td>
</tr>
<tr>
<td>TPCCR_3</td>
<td>1.158269</td>
<td>14.46935766</td>
<td>0.94218106</td>
<td>0.5135%</td>
</tr>
</tbody>
</table>

Figure 2. Typical parameters for Weibull distribution

Our task is to set the algorithm to automatically determine the Weibull parameters η and β for the software component that will be developed (η(t+1) and β(t+1)) based on linguistic descriptions set. As a result we will express the Weibull model for next software component and will predict the number of faults.

![Figure 3](image3.png)  
Figure 3. Individual software component contribution in application

![Figure 4](image4.png)  
Figure 4. Software components contribution in total for application

The causal part of the conditional sentence has two variables that most often are called the variable situations. In our example this is the value of Weibull parameters η and β in time t-1 and the value of Weibull parameters η and β in time. Variable in the subsequent part of the rules is called a variable action, and it is in our case the value of Weibull parameters η and β in t+1 time.

![Figure 5](image5.png)  
Figure 5. Fuzzy sets for β value

In parallel with setting the rules of conduct is necessary to define the underlying fuzzy sets that give the meaning of linguistic values of variables of the situation and actions (elements of the set of basic terms). In our example, we restrict the set of basic terms of the size of the 5 primary dates, as follows: positive large (PV), small positive (PM), zero (NOP), negative small (NM), negative big (NV).

Underlying fuzzy sets that give the meaning of these terms is defined Figure 5.

Control algorithm, (or rules of conduct) is a set of 25 rules presented in Table 1.

If the β(t-1) is PV and if the β(t) is PV, then the β(t+1) is PV also. If the β(t-1) is NM and if the β(t) is NM, then the β(t+1) is NM also.

Since the value for parameter β is never above 4, two fuzzy controllers were used.
Table 1. Control Algorithm

<table>
<thead>
<tr>
<th>t=-1</th>
<th>t=-1</th>
<th>t=-1</th>
<th>t=-1</th>
<th>t=-1</th>
<th>t=-1</th>
</tr>
</thead>
<tbody>
<tr>
<td>NV</td>
<td>NV</td>
<td>NV</td>
<td>NV</td>
<td>NV</td>
<td>NV</td>
</tr>
<tr>
<td>NM</td>
<td>NM</td>
<td>NM</td>
<td>NM</td>
<td>NV</td>
<td>NV</td>
</tr>
<tr>
<td>N0P</td>
<td>N0P</td>
<td>N0P</td>
<td>N0P</td>
<td>N0P</td>
<td>N0P</td>
</tr>
<tr>
<td>PM</td>
<td>PV</td>
<td>PV</td>
<td>PV</td>
<td>PV</td>
<td>PV</td>
</tr>
<tr>
<td>PV</td>
<td>PV</td>
<td>PV</td>
<td>PV</td>
<td>PV</td>
<td>PV</td>
</tr>
</tbody>
</table>

In first one from 0 up to 3 and in second one from 0 up to 4. Results are presented on Figure 6.

Since the value for parameter $\eta$ is never above 100, two fuzzy controllers were used. In first one from 0 up to 80 and in second one from 0 up to 100. Results are presented on Figure 7.

The results presented on figure 6 shows that the better accuracy is gained for fuzzy logic controller 3 then 4. Also, the results from the figure 7 shows that the better accuracy is gained for fuzzy logic controller 80. Better results are obtained with parameter $K=2$. The results can be used further in prediction and estimation software component trouble reports in any lifecycle stages, including design maintenance phase.

7. CONCLUSION AND FUTURE WORK

Usage of KNN algorithm and fuzzy logic, together with Weibull model represent a good foundation for the future work in software quality. Weibull parameters and faults prediction accuracy in the software components are above the expectation. Future studies should expand research on more software components developed in the same or similar architectural environment, same project processes and methods. It should be checked too how these software components are evolved in the next releases/projects and prediction accuracy should be checked too. The benefits of application of this model should be also evaluated over other existing models (time, cost and number of the faults in the system).

Also, the future research should cover other mathematical models such as Lognormal, Normal and Exponential which are proven to be good for the modeling of software faults. Fuzzy logic controller and KNN algorithm should be checked too if there are spaces for more improvements in prediction.
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